**Ex.No:1**

**Date: STRUCTURED PROGRAMMING**

**AIM:**

To implement the structured programming paradigm using python.

1a .Write a program to develop a payroll calculator for school using python. The user input starts by asking for your name or "0" to quit the program, hours worked and pay rate. Extra salary will be provided for over time according to the decision of the admin.

**ALGORITHM:**

* Start the program
* Get the input from the user
* Find the regular pay if there is no overtime hours
* Find the overtime hour.
* Find the regular time pay, over time pay and net pay
* Print the results

**PROGRAM:**

user = str

end = "0"

hours = round(40,2)

print("One Stop Shop Payroll Calculator")

while user != end:

print()

user = input("Please enter your name or type '0' to quit: ")

if user == end:

print("End of Report")

else:

hours = (float(input("Please enter hours worked: ", )))

payrate =(float(input("Please enter your payrate: $", )))

if hours < 40:

print("Employee's name: ", user)

print("Overtime hours: 0")

print("Overtime Pay: $0.00")

regularpay = round(hours \* payrate, 2)

print("Gross Pay: $", regularpay)

elif hours > 40:

overtimehours = round(hours - 40.00,2)

print("Overtime hours: ", overtimehours)

print("Employee's name: ", user)

regularpay = round(hours \* payrate,2)

overtimerate = round(payrate \* 1.5, 2)

overtimepay = round(overtimehours \* overtimerate)

grosspay = round(regularpay+overtimepay,2)

print("Regular Pay: $", regularpay)

print("Overtime Pay: $",overtimepay)

print("Gross Pay: $", grosspay)

**OUTPUT:**

One Stop Shop Payroll Calculator

Please enter your name or type '0' to quit: Brandon

Please enter hours worked: 50

Please enter your payrate: $10

Overtime hours: 10.0

Employee's name: Brandon

Regular Pay: $ 500.0

Overtime Pay: $ 150

Gross Pay: $ 650.0

Please enter your name or type '0' to quit: Brandon

Please enter hours worked: 30

Please enter your payrate: $10

Employee's name: Brandon

Overtime hours: 0

Overtime Pay: $0.00

Gross Pay: $ 300.0

Please enter your name or type '0' to quit: 0

End of Report

Employee's name: 0

Overtime hours: 0

Overtime Pay: $0.00

Gross Pay: $ 300.0

Process finished with exit code 0

1b. Write a program to implement Compound Interest

**ALGORITHM :**

* Start the program
* Get the input principle, rate, time from the user
* Calculate the compound interest
* Print the compound interest
* Stop

**PROGRAM :**

# Program to Calculate compound interest

principle=1000

rate=10.25

time=5

Amount = principle \* (pow((1 + rate / 100), time))

CI = Amount - principle

print("Compound interest is", CI)

**OUTPUT :**

Compound interest is 628.8946267774415

1c. Write a program to reverse a given integer

**ALGORITHM :**

* Start the program
* Assign the input value to the num variable
* Find the reverse number for the given number using while loop
* Print the reversed number
* Stop

**PROGRAM :**

num = 76542

reverse\_number = 0

print("Given Number ", num)

while num > 0:

reminder = num % 10

reverse\_number = (reverse\_number \* 10) + reminder

num = num // 10

print("Revered Number ", reverse\_number)

**OUTPUT :**

The reversed Number 24567

1d. Write a program to display the cube of the number up to a given integer

**ALGORITHM :**

* Start the program
* Assign the input value to the input\_number variable
* Find the the cube of a given number number using for loop
* Print the cube
* Stop

**PROGRAM :**

input\_number = 6

for i in range(1, input\_number + 1):

print("Current Number is :", i, " and the cube is", (i \* i \* i))

**OUTPUT :**

Current Number is : 1 and the cube is 1

Current Number is : 2 and the cube is 8

Current Number is : 3 and the cube is 27

Current Number is : 4 and the cube is 64

Current Number is : 5 and the cube is 125

Current Number is : 6 and the cube is 216

1e.Write a program to find the sum of the series 2 +22 + 222 + 2222 + .. n terms

**ALGORITHM :**

* Start the program
* Initialize the values for number of terms and start
* Find the sum of series using for loop
* Print the sum of series
* Stop

**PROGRAM :**

number\_of\_terms = 5

start = 2

sum = 0

for i in range(0, number\_of\_terms):

print(start, end=" ")

sum += start

start = (start \* 10) + 2

print("\nSum of above series is:", sum)

**OUTPUT :**

Sum of the above series: 24690

1f.Write a program to add two matrices using nested loop

**ALGORITHM:**

* Start the program
* Initialize the X,Y and result matrices
* Iterate through rows and columns
* Print the result using for loop
* Stop

**PROGRAM:**

X = [[12,7,3],

[4 ,5,6],

[7 ,8,9]]

Y = [[5,8,1],

[6,7,3],

[4,5,9]]

result = [[0,0,0],

[0,0,0],

[0,0,0]]

# iterate through rows

for i in range(len(X)):

# iterate through columns

for j in range(len(X[0])):

result[i][j] = X[i][j] + Y[i][j]

for r in result:

print(r)

**OUTPUT :**

[17, 15, 4]

[10, 12, 9]

[11, 13, 18]

1g.Write a program to find the following pattern

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

\* \* \* \*

\* \* \*

\* \*

\*

**ALGORITHM :**

* Start the program
* Get the range using for loop
* Print the pattern
* Stop

**PROGRAM :**

rows = 5

for i in range(0, rows):

for j in range(0, i + 1):

print("\*", end=' ')

print("\r")

for i in range(rows, 0, -1):

for j in range(0, i - 1):

print("\*", end=' ')

print("\r")

**OUTPUT :**

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

\* \* \* \*

\* \* \*

\* \*

\*

1h.Write a program to convert kilometer to miles

**ALGORITHM :**

* Start the program
* Get the input from the user
* Initialize the conversion factor
* Convert to miles
* Stop

**PROGRAM :**

# Taking kilometers input from the user

kilometers = float(input("Enter value in kilometers: "))

conv\_fac = 0.621371

# calculate miles

miles = kilometers \* conv\_fac

print('%0.2f kilometers is equal to %0.2f miles' %(kilometers,miles))

**OUTPUT :**

Enter value in kilometers: 3.5

3.50 kilometers is equal

**RESULT:**

Thus the Python program to implement payroll calculator, compound interest, to reverse a given integer, to display a cube of a given number, to find the sum of series, to add two matrices, to find pattern and to convert from kilometer to miles are executed successfully.

**Ex.No:2**

**Date:**

**PROCEDURAL PROGRAMMING**

**AIM:**

To write a Python Programs to implement procedural programming paradigm

2a. Write a program to generate list of random numbers using procedure

**ALGORITHM :**

* Start the program
* Import the random package
* Get the random numbers
* Append the random numbers to the list
* Print the random numbers
* Stop

**PROGRAM :**

from random import randint

def get\_random\_ints(count, begin, end):

print("get\_random\_ints start")

list\_numbers = []

for x in range(0, count):

list\_numbers.append(randint(begin, end))

print("get\_random\_ints end")

return list\_numbers

print(type(get\_random\_ints))

nums = get\_random\_ints(10, 0, 100)

print(nums)

**OUTPUT :**

<class 'function'>

get\_random\_ints start

get\_random\_ints end

[4, 84, 27, 95, 76, 82, 73, 97, 19, 90]

2b.Write a program to return the largest Fibonacci number smaller than x and the lowest fibonacci number higher than x.

**ALGORITHM :**

* Start the program
* Get the integer from user
* Find largest Fibonacci Number smaller than x
* Find smallest Fibonacci Number larger than x:
* print largest Fibonacci Number smaller than x
* print smallest Fibonacci Number larger than x
* Stop

**PROGRAM :**

def fib\_intervall(x):

if x < 0:

return -1

(old,new) = (0,1)

while True:

if new < x:

(old,new) = (new,old+new)

else:

if new == x:

new = old+new

return (old, new)

while True:

x = int(input("Your number: "))

if x <= 0:

break

(lub, sup) = fib\_intervall(x)

print("Largest Fibonacci Number smaller than x: " + str(lub))

print("Smallest Fibonacci Number larger than x: " + str(sup))

**OUTPUT :**

Your number: 5

Largest Fibonacci Number smaller than x: 3

Smallest Fibonacci Number larger than x: 8

Your number: 4

Largest Fibonacci Number smaller than x: 3

Smallest Fibonacci Number larger than x: 5

Your number: 9

Largest Fibonacci Number smaller than x: 8

Smallest Fibonacci Number larger than x: 13

Your number: -1

2c.write a Python program that accepts a hyphen-separated sequence of words as input and prints the words in a hyphen-separated sequence after sorting them alphabetically.

**ALGORITHM:**

* Define hyphensepwords procedure
* Get the input and split it
* Use sort function to sequence it
* Print the result
* Call the function

**PROGRAM:**

def hyphensepwords()

items=[n for n in input().split('-')]

items.sort()

print('-'.join(items))

hyphensepwords()

**OUTPUT:**

green-red-black-white

black-green-red-white

2d. Write a Python program to make a chain of function decorators (bold, italic, underline etc.).

**ALGORITHM:**

* Define the make\_bold function and wrapped function that is defined inside make\_bold to create bold letters .
* Define the make\_italic function and wrapped function that is defined inside make\_italic to create italic letters .
* Define the make\_underline function and wrapped function that is defined inside make\_underline to create bold letters .
* Call make\_bold, make\_italic and make\_underline functions

**PROGRAM:**

def make\_bold(fn):

def wrapped():

return "<b>" + fn() + "</b>"

return wrapped

def make\_italic(fn):

def wrapped():

return "<i>" + fn() + "</i>"

return wrapped

def make\_underline(fn):

def wrapped():

return "<u>" + fn() + "</u>"

return wrapped

@make\_bold

@make\_italic

@make\_underline

def hello():

return "hello world"

print(hello()) ## returns "<b><i><u>hello world</u></i></b>"

**OUTPUT:**

hello world

2e.Write a Python program to access a function inside a function.

**ALGORITHM:**

* Define a test function
* Define add function inside test function
* Perform addition operation
* Return the result
* Call the test function
* Print the result

**PROGRAM:**

def test(a):

def add(b):

nonlocal a

a += 1

return a+b

return add

func= test(4)

print(func(4))

**OUTPUT:**

9

2f.Write a Python function that takes a list and returns a new list with unique elements of the first list.

**ALGORITHM:**

* Define unique\_list function
* Cheeck the uniqueness of a each value
* return the unique value
* print the unique list

**PROGRAM**:

def unique\_list(l):

x = []

for a in l:

if a not in x:

x.append(a)

return x

print(unique\_list([1,2,3,3,3,3,4,5]))

**OUTPUT:**

[1, 2, 3, 4, 5]

2g.Write a Python function to check whether a string is a pangram or not.

**ALGORITHM:**

* Import string and sys packages
* Define a function ispangram
* Check every letter of alphabet is present
* Call the function and check with the quick brown fox jumps over the lazy dog
* Print the result

**PROGRAM:**

import string, sys

def ispangram(str1, alphabet=string.ascii\_lowercase):

alphaset = set(alphabet)

return alphaset<= set(str1.lower())

print ( ispangram('The quick brown fox jumps over the lazy dog'))

**OUTPUT:**

True

**RESULT:**

Thus the Python program to generate list of random numbers, to return the largest Fibonacci number smaller than x and the lowest fibonacci number higher than x, to accept hyphen separated words as input and print the words in hyphen separated words after sorting alphabetically , to create chin of function separators, to access function inside the function, to return unique elements of list from existing list have been executed successfully.

**Ex.No:3**

**Date:**

**OBJECT ORIENTED PROGRAMMING**

**AIM:**

To Write a Python Programs to implement Object Oriented Programming Paradigm

3a. Write a program to create bank account and to perform deposit and withdraw operations using class and objects

**ALGORITHM:**

* Start the program
* Create class named Bank Account
* Initialize the constructor to make the balance zero
* Define and implement the withdraw operation.
* Define and implement the deposit operation.
* Create the object
* Call the withdraw and deposit function using object
* Stop

**PROGRAM:**

class BankAccount:

def \_\_init\_\_(self):

self.balance = 0

def withdraw(self, amount):

self.balance -= amount

return self.balance

def deposit(self, amount):

self.balance += amount

return self.balance

a = BankAccount()

b = BankAccount()

a.deposit(100)

b.deposit(50)

b.withdraw(10)

a.withdraw(10)

**OUTPUT :**

100

50

40

90

3b.Write a program to create employee class using constructor and destructor and to get ID, name, gender , city and salary

**ALGORITHM:**

* Start the program
* Initialize all the values using constructor.
* Initialize the destructor
* Get the input from user.
* Display the data
* Create the object for the employee class
* Call functions using class
* Stop

**PROGRAM :**

class Employee:

def \_\_init\_\_(self): #Constructor

self.\_\_id = 0

self.\_\_name = ""

self.\_\_gender = ""

self.\_\_city = ""

self.\_\_salary = 0

print("Object Initialized.")

def \_\_del\_\_(self): #Destructor

print("Object Destroyed.")

def setData(self):

self.\_\_id=int(input("Enter Id\t:"))

self.\_\_name = input("Enter Name\t:")

self.\_\_gender = input("Enter Gender:")

self.\_\_city = input("Enter City\t:")

self.\_\_salary = int(input("Enter Salary:"))

def \_\_str\_\_(self):

data = "["+str(self.\_\_id)+","+self.\_\_name+","+self.\_\_gender+","+self.\_\_city+","+str(self.\_\_salary)+"]"

return data

def showData(self):

print("Id\t\t:",self.\_\_id)

print("Name\t:", self.\_\_name)

print("Gender\t:", self.\_\_gender)

print("City\t:", self.\_\_city)

print("Salary\t:", self.\_\_salary)

def main():

#Employee Object

emp=Employee()

emp.setData()

emp.showData()

print(emp)

if \_\_name\_\_=="\_\_main\_\_":

main()

**OUTPUT :**

Object Initialized.

Enter Id :101

Enter Name :Pankaj

Enter Gender:Male

Enter City :Delhi

Enter Salary:70000

Id : 101

Name : Pankaj

Gender : Male

City : Delhi

Salary : 70000

[101,Pankaj,Male,Delhi,70000]

Object Destroyed.

3c.To create the student class that consists of name, id and age attribute and to create the object of the student, to print attribute name of the object, to reset the value of the age, to print the modified value of age  , to print true if the student contains the attribute with name and to delete the attribute age.

**ALGORITHM :**

* Start the program
* Create the student class with name , id and age.
* Create the object of the student class.
* Print attribute name of the object.
* Reset the value of attribute age to 23
* Prints the modified value of age
* Delete the attribute’s age.
* Stop

**PROGRAM :**

class Student:

def \_\_init\_\_(self, name, id, age):

self.name = name

self.id = id

self.age = age

# creates the object of the class Student

s = Student("John", 101, 22)

# prints the attribute name of the objects

print(getattr(s, 'name'))

# reset the value of attribute age to 23

setattr(s, "age", 23)

# prints the modified value of age

print(getattr(s, 'age'))

print(hasattr(s, 'id'))

# deletes the attribute age

delattr(s, 'age')

**OUTPUT :**

John

23

True

AttributeError: 'Student' object has no attribute 'age'

3d.To implement the object oriented concepts.There are 258 computers available in computer programming lab where each computers are used eight hours per day. Write a Python program using classes and objects that contain getDetail() for getting input from user,calculatesecondperDay() for calculating the usage of each computer in seconds per day, calculateminutesperWeek() for calculating the usage of each computer in minutes per week ,calculatehourperMonth() for calculating usage of each computer in hour per month and calculatedayperYear() for calculating usage of each computer in day per yearList all the Components of structured programming language.

**ALGORITHM :**

* Start the program
* Create the calc class with getdetail() to get hours.
* Define calcultesecondsperday() function to calculate seconds peer day.
* Define calculateminutesperweek() function to calculate minutes in a week.
* Create calculatedaysperyear() function to calculate no. of days in a year.
* Define calculatehourspermonth() function to compute hours per month.
* Define an object and call the functions
* Stop

**PROGRAM :**

class calc:

def getDetail(self):

self.total\_computer=258

self.total\_hour=6

def calculatesecondsperDay(self):

Second\_per\_Day=self.total\_hour\*60\*60

print('Total Seconds per Day:',Second\_per\_Day)

def calculateminutesperWeek(self):

Minutes\_per\_Week=self.total\_hour\*60\*7

print("Total Minutes per Week:",Minutes\_per\_Week)

def calculatehourperMonth(self):

Hour\_per\_Month=self.total\_hour\*30

print("Total Hour per Month:",Hour\_per\_Month)

def calculatedayperyear(self):

Day\_per\_Year=(self.total\_hour\*365)/24

print("Total Day per Year:",Day\_per\_Year)

to=calc()

to.getDetail()

to.calculatesecondsperDay()

to.calculateminutesperWeek()

to.calculatehourperMonth()

to.calculatedayperyear()

**OUTPUT :**

Total Seconds per Day: 28800

Total Minutes per Week: 3360

Total Hour per Month: 240

Total Day per Year: 121.66666666666667

**RESULT:**

Thus the Python program to implement objects oriented concepts have been written and executed successfully.

**Ex.No:4**

**Date:**

**IMPLEMENTATION OF EVENT DRIVEN PROGRAMMING PARADIGM**

**AIM:**

To implement various kind of events using mouse and keyboard

4a. Program to implement left click and right click events

**ALGORITHM :**

* Import the package tkinter
* Define the right click event
* Print the right click event detail.
* Define the left click event
* Print the left click event detail.
* Define the middle click event
* Print the middle click event detail.
* Binding the event with buttons
* Create object and run main loop.
* Stop

**PROGRAM :**

From tkinter import \*

root = Tk()

defrightclick(ev):

print("rightclick")

defleftclick(ev):

print("leftclick")

defmiddleclick(event):

print("middleclick")

frame = Frame(root,width=300,height=200)

frame.bind("<Button-1>",leftclick)

frame.bind("<Button-2>",middleclick)

frame.bind("<Button-3>",rightclick)

frame.pack()

root.mainloop()

**OUTPUT :**

leftclick

rightclick

leftclick

rightclick

leftclick

leftclick

**4b.Program to implement mouse events**

**ALGORITHM :**

* Import tkinter package
* Create class App
* Initialize the constructor
* Set the frame with green color
* Bind button, double button and button release events
* Bind motion ,enter and leave events
* Create object and run main loop.
* Stop

**PROGRAM :**

Import tkinter as tk

class App(tk.Tk):

def \_\_init\_\_(self):

super().\_\_init\_\_()

frame = tk.Frame(self, bg="green", height=100, width=100)

frame.bind("<Button-1>", self.print\_event)

frame.bind("<Double-Button-1>", self.print\_event)

frame.bind("<ButtonRelease-1>", self.print\_event)

frame.bind("<B1-Motion>", self.print\_event)

frame.bind("<Enter>", self.print\_event)

frame.bind("<Leave>", self.print\_event)

frame.pack(padx=50, pady=50)

defprint\_event(self, event):

position = "(x={}, y={})".format(event.x, event.y)

print(event.type, "event", position)

if \_\_name\_\_ == "\_\_main\_\_":

app = App()

app.mainloop()

**OUTPUT :**

Enter event (x=86, y=1)

Leave event (x=46, y=100)

Enter event (x=48, y=95)

Leave event (x=7, y=100)

Enter event (x=50, y=98)

Leave event (x=47, y=103)

Enter event (x=56, y=95)

Leave event (x=115, y=122)

**4c. Program to capture keyboard events**

**ALGORITHM :**

* Import tkinter package
* Define Key press and click events
* Bind the keypress and button events
* Create object and run main loop.
* Stop

**PROGRAM :**

From Tkinter import \*

root = Tk()

defkey(event):

print"pressed", repr(event.char)

def callback(event):

frame.focus\_set()

print"clicked at", event.x, event.y

frame = Frame(root, width=100, height=100)

frame.bind("<Key>", key)

frame.bind("<Button-1>", callback)

frame.pack()

root.mainloop()

**OUTPUT :**

clicked at 61 21

pressed 'w'

pressed 'w'

pressed 'b'

pressed 'b'

pressed 'b'

pressed 'b'

pressed 'b'

clicked at 47 54

clicked at 47 54

clicked at 47 54

**4d**. Program to implement the keypress event

**ALGORITHM :**

* Import tkinter package
* Define class App
* Define focus in and key events
* Bind the events
* Create object and run main loop.
* Stop

**PROGRAM :**

Import tkinter as tk

class App(tk.Tk):

def \_\_init\_\_(self):

super().\_\_init\_\_()

entry = tk.Entry(self)

entry.bind("<FocusIn>", self.print\_type)

entry.bind("<Key>", self.print\_key)

entry.pack(padx=20, pady=20)

def print\_type(self, event):

print(event.type)

def print\_key(self, event):

args = event.keysym, event.keycode, event.char

print("Symbol: {}, Code: {}, Char: {}".format(\*args))

if \_\_name\_\_ == "\_\_main\_\_":

app = App()

app.mainloop()

**OUTPUT :**

FocusIn

Symbol: s, Code: 83, Char: s

Symbol: d, Code: 68, Char: d

Symbol: a, Code: 65, Char: a

Symbol: Caps\_Lock, Code: 20, Char:

Symbol: Caps\_Lock, Code: 20, Char:

Symbol: v, Code: 86, Char: v

Symbol: c, Code: 67, Char: c

**RESULT:**

Thus the Python program to implement various mouse click and keyboard events have been executed successful

**Ex.No:5**

**Date:**

**IMPLEMENTATION OF DECLARATIVE PROGRAMMING PROGRAM**

**AIM:**

To Write a Python Program to create a company table that consists of name, age,address and salary attributes using sqlite3 and to insert five records into the table and to perform select, display, update and delete operations.

**ALGORITHM 1:**

* Start the program
* Connect to the database using connect function in sqlite3.
* Create the company table
* Insert the records into the table
* Display the data from table
* Display the all columns from the table
* Update the table
* Delete the records from the database
* Stop

**PROGRAM 1:**

**# connect to a database**

conn = sqlite3.connect('test.db')

print "Opened database successfully";

**# To Create a table**

import sqlite3

conn = sqlite3.connect('test.db')

print (“Opened database successfully")

conn.execute('''CREATE TABLE COMPANY (ID INT PRIMARY KEY NOT NULL,

NAME TEXT NOT NULL,

AGE INT NOT NULL,

ADDRESS CHAR(50),

SALARY REAL);''')

print("Table created successfully")

conn.close()

**# To insert records into a table**

import sqlite3

conn = sqlite3.connect('test.db')

print (“Opened database successfully")

conn.execute("INSERT INTO COMPANY (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (1, 'Paul', 32, 'California', 20000.00 )");

conn.execute("INSERT INTO COMPANY (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (2, 'Allen', 25, 'Texas', 15000.00 )");

conn.execute("INSERT INTO COMPANY (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (3, 'Teddy', 23, 'Norway', 20000.00 )");

conn.execute("INSERT INTO COMPANY (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (4, 'Mark', 25, 'Rich-Mond ', 65000.00 )");

conn.commit()

print (“Records created successfully")

conn.close()

**# To display the data from the table**

import sqlite3

conn = sqlite3.connect('test.db')

print("Opened database successfully")

cursor = conn.execute("SELECT id, name, address, salary from COMPANY")

for row in cursor:

print "ID = ", row[0]

print "NAME = ", row[1]

print "ADDRESS = ", row[2]

print "SALARY = ", row[3], "\n"

print("Operation done successfully")

conn.close()

**# To display all columns from a database**

import sqlite3

conn = sqlite3.connect('test.db')

print("Opened database successfully")

conn.execute('''CREATE TABLE COMPANY12345

(ID INT PRIMARY KEY NOT NULL,

NAME TEXT NOT NULL,

AGE INT NOT NULL,

ADDRESS CHAR(50),

SALARY REAL);''')

print("Table created successfully")

conn.execute("INSERT INTO COMPANY12345 (ID,NAME,AGE,ADDRESS,SALARY)\

VALUES (1, 'Paul', 32, 'California', 20000.00 )")

conn.execute("INSERT INTO COMPANY12345 (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (2, 'Allen', 25, 'Texas', 15000.00 )")

conn.execute("INSERT INTO COMPANY12345 (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (3, 'Teddy', 23, 'Norway', 20000.00 )")

conn.execute("INSERT INTO COMPANY12345 (ID,NAME,AGE,ADDRESS,SALARY) \

VALUES (4, 'Mark', 25, 'Rich-Mond ', 65000.00 )")

conn.commit()

print("Records created successfully")

cursor = conn.execute("SELECT ID,NAME,AGE,ADDRESS,SALARY from COMPANY12345")

for row in cursor:

print("ID = ", row[0])

print("NAME = ", row[1])

print("AGE=", row[2])

print("ADDRESS = ", row[3])

print("SALARY = ", row[4])

print("Operation done successfully");

conn.close()

**# To update the table**

import sqlite3

conn = sqlite3.connect('test.db')

print("Opened database successfully")

conn.execute("UPDATE COMPANY set SALARY = 25000.00 where ID = 1")

conn.commit()

print "Total number of rows updated :", conn.total\_changes

cursor = conn.execute("SELECT id, name, address, salary from COMPANY")

for row in cursor:

print "ID = ", row[0]

print "NAME = ", row[1]

print "ADDRESS = ", row[2]

print "SALARY = ", row[3], "\n"

print("Operation done successfully")

conn.close()

**# To perform delete operation**

import sqlite3

conn = sqlite3.connect('test.db')

print( "Opened database successfully")

conn.execute("DELETE from COMPANY where ID = 2;")

conn.commit()

print "Total number of rows deleted :", conn.total\_changes

cursor = conn.execute("SELECT id, name, address, salary from COMPANY")

for row in cursor:

print "ID = ", row[0]

print "NAME = ", row[1]

print "ADDRESS = ", row[2]

print "SALARY = ", row[3], "\n"

print "Operation done successfully";

conn.close()

**OUTPUT :**

print "Opened database successfully";

Opened database successfully

Table created successfully

Opened database successfully

Records created successfully

Opened database successfully

ID = 1

NAME = Paul

ADDRESS = California

SALARY = 20000.0

ID = 2

NAME = Allen

ADDRESS = Texas

SALARY = 15000.0

ID = 3

NAME = Teddy

ADDRESS = Norway

SALARY = 20000.0

ID = 4

NAME = Mark

ADDRESS = Rich-Mond

SALARY = 65000.0

Operation done successfully

Opened database successfully

Total number of rows updated : 1

ID = 1

NAME = Paul

ADDRESS = California

SALARY = 25000.0

ID = 2

NAME = Allen

ADDRESS = Texas

SALARY = 15000.0

ID = 3

NAME = Teddy

ADDRESS = Norway

SALARY = 20000.0

ID = 4

NAME = Mark

ADDRESS = Rich-Mond

SALARY = 65000.0

Operation done successfully

Opened database successfully

Total number of rows deleted : 1

ID = 1

NAME = Paul

ADDRESS = California

SALARY = 20000.0

ID = 3

NAME = Teddy

ADDRESS = Norway

SALARY = 20000.0

ID = 4

NAME = Mark

ADDRESS = Rich-Mond

SALARY = 65000.0

Operation done successfully

**RESULT:**

Thus the company table that consists of name, age, address and salary attributes has been created using sqlite3 and insertion, selection, display, updation and deletion operation have been done successfully.

**Ex.No:6**

**Date:**

**IMPLEMENTATION OF IMPERATIVE PROGRAMMING PROGRAM**

**AIM:**

To Write a Python Programs to implement imperative programming paradigm

6a. Write a program to find sum of n numbers

**ALGORITHM 1:**

* Start the program
* Create the list
* Initialize the sum variable to 0
* Find sum for the numbers in list
* Print the sum
* Stop

**PROGRAM1 :**

my\_list = [1, 2, 3, 4, 5]

sum = 0

for x in my\_list:

sum += x

print(sum)

**OUTPUT:**

15

6b. Write a program to get a list of characters and concatenate it to form a string

**ALGORITHM :**

* Start the program
* Initialize the set of characters
* Get the character one by one and conatenate
* Stop

**PROGRAM :**

sample\_characters = ['p','y','t','h','o','n']

sample\_string =''

print ('')

sample\_string = sample\_string + sample\_characters[0]

print ('p')

sample\_string = sample\_string + sample\_characters[1]

print ('py')

sample\_string = sample\_string + sample\_characters[2]

print ('pyt')

sample\_string = sample\_string + sample\_characters[3]

print ('pyth')

sample\_string = sample\_string + sample\_characters[4]

print ('pytho')

sample\_string = sample\_string + sample\_characters[5]

print ('python')

**OUTPUT :**

p

py

pyt

pyth

pytho

python

6c. Write a program to get a characters ‘welcome’ and to display

**ALGORITHM 2 :**

* Start the program
* Initialize the characters in ‘welcome’
* Get each string one by one and concatenate each one using for loop
* Print the each character of welcome one by one.
* Stop

**PROGRAM 2 :**

sample\_characters = ['w','e','l','c','o','m',’e’]

sample\_string = ''

sample\_string

for c in sample\_characters:

sample\_string = sample\_string + c

print(sample\_string)

**OUTPUT 2 :**

w

we

wel

welc

welco

welcom

welcome

6d.Write a program to iterate between 10 to 20 and to find factor and to display prime number

**ALGORITHM 3 :**

* Start the program
* Get the numbers between 10 and 20
* Find the factor of a number
* Display the prime number
* Stop

**PROGRAM 3:**

for num in range(10,20):

for i in range(2,num):

if num%i == 0:

j=num/i

print(num,i,j)

else:

print(num, "is a prime number")

**OUTPUT 3:**

10 2 5.0

10 5 2.0

10 is a prime number

11 is a prime number

12 2 6.0

12 3 4.0

12 4 3.0

12 6 2.0

12 is a prime number

13 is a prime number

14 2 7.0

14 7 2.0

14 is a prime number

15 3 5.0

15 5 3.0

15 is a prime number

16 2 8.0

16 4 4.0

16 8 2.0

16 is a prime number

17 is a prime number

18 2 9.0

18 3 6.0

18 6 3.0

18 9 2.0

18 is a prime number

19 is a prime number

**RESULT:**

Thus the Python program to implement to find sum of n numbers, to get a list of characters and concatenate it to form a string, to get a characters ‘welcome’ and to display and to iterate between 10 to 20 to display prime number have been executed successfully.

**Ex.No:7**

**Date:**

**IMPLEMENTATION OF PARALLEL PROGRAMMING PROGRAM**

**AIM:**

To Write a Python Programs to

1. To implement parallel processing using multi processing module

2. To implement the thread using thread class

3. To implement synchronization using lock(), acquire() and release method

**ALGORITHM 1:**

* Start the program
* Import multiprocessing, random and string packages
* Define an output queue
* Generate random numbers
* Setup a list of processes that we want to run
* Run processes
* Exit the completed processes
* Get process results from the output queue
* Print the results
* Stop

**PROGRAM 1:**

import multiprocessing as mp

import random

import string

random.seed(123)

output = mp.Queue()

def rand\_string(length, output):

""" Generates a random string of numbers, lower- and uppercase chars. """

rand\_str = ''.join(random.choice(

string.ascii\_lowercase

+ string.ascii\_uppercase

+ string.digits)

for i in range(length))

output.put(rand\_str)

processes = [mp.Process(target=rand\_string, args=(5, output)) for x in range(4)]

for p in processes:

p.start()

for p in processes:

p.join()

results = [output.get() for p in processes]

print(results)

**OUTPUT 1:**

['BJWNs', 'GOK0H', '7CTRJ', 'THDF3']

**ALGORITHM 2:**

* Start the program
* Define a function for the thread
* Create two threads using thread function
* Stop

**PROGRAM 2 :**

import thread

import time

def print\_time( threadName, delay):

count = 0

while count < 5:

time.sleep(delay)

count += 1

print "%s: %s" % ( threadName, time.ctime(time.time()) )

try:

thread.start\_new\_thread( print\_time, ("Thread-1", 2, ) )

thread.start\_new\_thread( print\_time, ("Thread-2", 4, ) )

except:

print "Error: unable to start thread"

while 1:

pass

**OUTPUT 3 :**

Thread-1: Thu Jan 22 15:42:17 2009

Thread-1: Thu Jan 22 15:42:19 2009

Thread-2: Thu Jan 22 15:42:19 2009

Thread-1: Thu Jan 22 15:42:21 2009

Thread-2: Thu Jan 22 15:42:23 2009

Thread-1: Thu Jan 22 15:42:23 2009

Thread-1: Thu Jan 22 15:42:25 2009

Thread-2: Thu Jan 22 15:42:27 2009

Thread-2: Thu Jan 22 15:42:31 2009

Thread-2: Thu Jan 22 15:42:35 2009

**ALGORITHM 4:**

* Start the program
* Import threading and time packages
* Create thread using thread class
* Get lock to synchronize threads
* Free lock to release next thread
* Create new threads
* Start new Threads
* Add threads to thread list
* Wait for all threads to complete
* Print the existing main thread
* Stop

**PROGRAM 4:**

import threading

import time

class myThread (threading.Thread):

def \_\_init\_\_(self, threadID, name, counter):

threading.Thread.\_\_init\_\_(self)

self.threadID = threadID

self.name = name

self.counter = counter

def run(self):

print "Starting " + self.name

threadLock.acquire()

print\_time(self.name, self.counter, 3)

threadLock.release()

def print\_time(threadName, delay, counter):

while counter:

time.sleep(delay)

print "%s: %s" % (threadName, time.ctime(time.time()))

counter -= 1

threadLock = threading.Lock()

threads = []

thread1 = myThread(1, "Thread-1", 1)

thread2 = myThread(2, "Thread-2", 2)

thread1.start()

thread2.start()

threads.append(thread1)

threads.append(thread2)

for t in threads:

t.join()

print "Exiting Main Thread"

**OUTPUT 4:**

Starting Thread-1

Starting Thread-2

Thread-1: Thu Mar 21 09:11:28 2013

Thread-1: Thu Mar 21 09:11:29 2013

Thread-1: Thu Mar 21 09:11:30 2013

Thread-2: Thu Mar 21 09:11:32 2013

Thread-2: Thu Mar 21 09:11:34 2013

Thread-2: Thu Mar 21 09:11:36 2013

Exiting Main Thread

**RESULT:**

Thus the Python program to implement parallel processing using multi processing module, the thread using thread class and synchronization using lock(), acquire() and release method have been executed successfully.

**EX.NO:8**

**DATE:**

**IMPLEMENTATION OF CONCURRENT PROGRAMMING PROGRAM**

**AIM:**

To Write a Python Programs

1. to implement race condition in concurrent program

2. to implement the concurrent program using Locks

**ALGORITHM 1:**

* Start the program
* Import THREADING
* Define SHARED VARIABLE
* Define functions
* Setup Threads and Start it
* Execute the program

**PROGRAM 1:**

import threading

x = 0 # A shared value

COUNT = 10

defincr():

global x

for i in range(COUNT):

x += 1

print(x)

defdecr():

global x

for i in range(COUNT):

x -= 1

print(x)

t1 = threading.Thread(target=incr)

t2 = threading.Thread(target=decr)

t1.start()

t2.start()

t1.join()

t2.join()

print(x)

**OUTPUT 1:**

Output first time : Output second time :

|  |  |
| --- | --- |
|  |  |

**ALGORITHM 2:**

* Start the program
* Import THREADING
* Define SHARED VARIABLE
* Define functions using ACQUIRE , RELEASE functions
* Setup Threads and Start it
* Execute the program

**PROGRAM 2:**

import threading

x = 0 # A shared value

COUNT = 10

lock = threading.Lock()

defincr():

global x

lock.acquire()

print("thread locked for increment cur x=",x)

for i in range(COUNT):

x += 1

print(x)

lock.release()

print("thread release from increment cur x=",x)

defdecr():

global x

lock.acquire()

print("thread locked for decrement cur x=",x)

for i in range(COUNT):

x -= 1

print(x)

lock.release()

print("thread release from decrement cur x=",x)

t1 = threading.Thread(target=incr)

t2 = threading.Thread(target=decr)

t1.start()

t2.start()

t1.join()

t2.join()

**OUTPUT 2:**

Output count=10: Output count=5 :

|  |  |  |
| --- | --- | --- |
|  |  |  |

**RESULT:**

Thus the Python program to implement concurrent processing using multi threading module, the thread using thread class and synchronization using lock(), acquire() and release method have been executed successfully.

**Ex.No:9**

**Date:**

**IMPLEMENTATION OF FUNCTIONAL PROGRAMMING PROGRAM**

**AIM:**

To implement functional programming in python.

**1.** Write the python program to add two lists of input [7,8,1,2,3,4,5] and [3,4,1,29,1,5,1] using map and lambda and then perform multiplication for the resultant value off add with the input list [4,1,69,2,7,3,6]

**ALGORITHM 1:**

* Define lambda function to add two numbers and assign a variable.
* Define two lists and pass it to lambda function using map function.
* Print the result
* Create another list and pass the output of previous step.
* Print the output.

**PROGRAM 1:**

add=lambda x,y:x+y

l=[7,8,1,2,3,4,5]

a=[3,4,1,29,1,5,1]

d=list(map(add,l,a))

print(d)

e=[4,1,69,2,7,3,6]

f=list(map(add,d,e))

print(f)

mul=lambda x,y:x\*y

y=list(map(mul,d,f))

print(y)

**OUTPUT 1:**

[10, 12, 2, 31, 4, 9, 6]

[14, 13, 71, 33, 11, 12, 12]

[140, 156, 142, 1023, 44, 108, 72]

2. Write the python program to return the numbers divisible by 2 from the input list = [21, 24, 12, 34, 10, 15, 41] using lambda and filter function.

**ALGORITHM 2:**

* Use lambda function to check whether the number is divisible by 4.
* Pass the list as parameter.
* Display the result.

**PROGRAM 2 :**

l=[21,24,12,34,10,15,41]

res=list(filter(lambda x:(x%2==0),l))

print(res)

**OUTPUT 2 :**

[24, 12, 34, 10]

3.Write the python program to get the multiplication and division from the list of input = [10, 24, 34, 42, 19] using lambda and reduce function.

**ALGORITHM 3:**

* Define lambda to add two numbers a and b.
* Define lambda to multiply two numbers.
* Import reduce function.
* Pass both the lambda functions to reduce and assign to variables d and e.
* Print the results.

**PROGRAM 3 :**

from functools import reduce

f=[10,24,34,24,19]

d=reduce(lambda a,b:a\*b,f)

e=reduce(lambda a,b:a/b,f)

print(d)

print(e)

**OUTPUT 3:**

3720960

2.6874785001719986e-05

4.Write the python program to find sum of list elements and to find maximum element of the list

**ALGORITHM 4:**

* Initialize the list
* Use reduce to compute sum of list
* Use reduce to compute maximum element from list
* Print the results.

**PROGRAM 4:**

import functools

lis = [ 1 , 3, 5, 6, 2, ]

print ("The sum of the list elements is : ",end="")

print (functools.reduce(lambda a,b : a+b,lis))

print ("The maximum element of the list is : ",end="")

print (functools.reduce(lambda a,b : a if a > b else b,lis))

**OUTPUT 4:**

he sum of the list elements is : 17

The maximum element of the list is : 6

5.Write the python program to find product of list elements and to find concatenated product of the list

**ALGORITHM 5:**

* Importing operator for operator functions
* Initialize the list
* Use reduce to compute product
* Use reduce to compute maximum element from list
* Print the results.

**PROGRAM 5:**

import functools

lis = [ 1 , 3, 5, 6, 2, ]

Print ("The product of list elements is : ",end="")

print (functools.reduce(operator.mul,lis))

# using reduce to concatenate string

print ("The concatenated product is : ",end="")

print (functools.reduce(operator.add,["welcome","to","SRM"]))

**OUTPUT 5:**

The product of list elements is : 180

The concatenated product is : welcome to SRM

**RESULT:**

Thus the Python program to implement functional programming paradigm have been written and executed successfully.

**Ex.No:10**

**Date:**

**IMPLEMENTATION OF LOGIC PROGRAMMING PARADIGM**

**AIM:**

To implement logic programming paradigm in python.

### 1. Write the python program to map values to a function using pyDatalog

**ALGORITHM 1:**

* Import pyDatalog and pyDatalog
* Creating new pyDatalog variables
* Creating square function
* Reverse order as desired
* Displaying the output .
* Print the output.

**PROGRAM 1:**

from pyDatalog import pyDatalog

pyDatalog.create\_terms("A, Pow2, Pow3")

def square(n):

return n\*n

(predefined logic) as pyDatalogvarible {Optional}

pyDatalog.create\_terms("square")

input\_values = range(10)[::-1]

(querying with & operator)

print ( A.in\_(input\_values) & (Pow2 == square(A)) & (Pow3 == A\*\*3) )

**OUTPUT 1:**
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2. Write the python program to solve 8 Queens problem

**ALGORITHM 2:**

* Import pyDatalog
* The queen in the first column can be in any row
* Find the queens in the first 2 columns, find the first one first, then find a second one
* Repeat for the queens
* The second queen can be in any row, provided it is compatible with the first one
* Find the third queen, first find a queen compatible with the second one, then with the first
* Rre-use the previous clause for maximum speed, thanks to memorization
* Repeat for all queens
* Keep one queen in row X1 and another in row X2 if they are separated by N columns
* Print the queens

**PROGRAM 2 :**

**frompyDatalogimport**pyDatalog  
pyDatalog.create\_terms('N,X0,X1,X2,X3,X4,X5,X6,X7')  
pyDatalog.create\_terms('ok,queens,next\_queen')  
queens(X0) <= (X0.\_in(range(8)))  
queens(X0,X1) <= queens(X0) &next\_queen(X0,X1)  
queens(X0,X1,X2) <= queens(X0,X1) &next\_queen(X0,X1,X2)  
queens(X0,X1,X2,X3) <= queens(X0,X1,X2) &next\_queen(X0,X1,X2,X3)  
queens(X0,X1,X2,X3,X4) <= queens(X0,X1,X2,X3) &next\_queen(X0,X1,X2,X3,X4)  
queens(X0,X1,X2,X3,X4,X5) <= queens(X0,X1,X2,X3,X4) &next\_queen(X0,X1,X2,X3,X4,X5)  
queens(X0,X1,X2,X3,X4,X5,X6) <= queens(X0,X1,X2,X3,X4,X5) &next\_queen(X0,X1,X2,X3,X4,X5,X6)  
queens(X0,X1,X2,X3,X4,X5,X6,X7) <= queens(X0,X1,X2,X3,X4,X5,X6) &next\_queen(X0,X1,X2,X3,X4,X5,X6,X7)  
next\_queen(X0,X1) <= queens(X1) & ok(X0,1,X1)  
next\_queen(X0,X1,X2) <= next\_queen(X1,X2) & ok(X0,2,X2)  
next\_queen(X0,X1,X2,X3) <= next\_queen(X1,X2,X3) & ok(X0,3,X3)  
next\_queen(X0,X1,X2,X3,X4) <= next\_queen(X1,X2,X3,X4) & ok(X0,4,X4)  
next\_queen(X0,X1,X2,X3,X4,X5) <= next\_queen(X1,X2,X3,X4,X5) & ok(X0,5,X5)  
next\_queen(X0,X1,X2,X3,X4,X5,X6) <= next\_queen(X1,X2,X3,X4,X5,X6) & ok(X0,6,X6)  
next\_queen(X0,X1,X2,X3,X4,X5,X6,X7) <= next\_queen(X1,X2,X3,X4,X5,X6,X7) & ok(X0,7,X7)  
ok(X1, N, X2) <= (X1 != X2) & (X1 != X2+N) & (X1 != X2-N)  
print(queens(X0,X1,X2,X3,X4,X5,X6,X7).data[0])

**OUTPUT 2 :**

(4, 2, 0, 6, 1, 7, 5, 3)

**RESULT:**

Thus the Python program to implement logical programming paradigm have been written and executed successfully.

**Ex.No:11**

**Date:**

**IMPLEMENTATION OF DEPENDENT TYPE PROGRAMMING PARADIGM**

**AIM:**

To implement Dependent Type Programming paradigm in python.

1. Write the python program to Program to create type aliases typing module.

**ALGORITHM 1:**

* Start
* From typing import list
* Initiate vectore
* def scale function initialize to vector :

Return [ scalar\* number of or number in vector]

* Declare a scale function
* Print output
* End the program

**PROGRAM 1:**

from typing import List

# Vector is a list of float values

Vector = List[float]

def scale(scalar: float, vector: Vector) -> Vector:

return [scalar \* num for num in vector]

a = scale(scalar=2.0, vector=[1.0, 2.0, 3.0])

print(a)

**OUTPUT 1 :**

[2.0, 4.0, 6.0]

2. Program to check every key: value pair in a dictionary and check if they match the name : email format.

**AIM:**

To write a program to check every key: value pair in a dictionary and check if they match the name: email format.

**ALGORITHM 2:**

* Start
* From typing import disk
* import rc
* create an alias called ‘Contact Diet’
* check if name and strings
* check for email
* Print the output

**PROGRAM 2:**

from typing import Dict

import re

# Create an alias called 'ContactDict'

ContactDict = Dict[str, str]

defcheck\_if\_valid(contacts: ContactDict) ->bool:

for name, email in contacts.items():

# Check if name and email are strings

if (not isinstance(name, str)) or (not isinstance(email, str)):

return False

# Check for email xxx@yyy.zzz

if not re.match(r"[a-zA-Z0-9\.\_\+-]+@[a-zA-Z0-9\.\_-]+\.[a-zA-Z]+$", email):

return False

return True

print(check\_if\_valid({'viji': 'viji@sample.com'}))

print(check\_if\_valid({'viji': 'viji@sample.com', 123: 'wrong@name.com'}))

**OUTPUT 2:**

True

False

**ALGORITHM 3:**

* Start
* From typing import New Type
* Create a new user Type called ‘Student ID’ that consists of an integer.
* Create a new user Type called ‘Student ID’
* define a function get\_student\_name.
* return username for ID.
* Print student details.

**PROGRAM 3:**

from typing import NewType

# Create a new user type called 'StudentID' that consists of an integer

StudentID = NewType('StudentID', int)

sample\_id = StudentID(100)

from typing import NewType

# Create a new user type called 'StudentID'

StudentID = NewType('StudentID', int)

defget\_student\_name(stud\_id: StudentID) ->str:

returnstr(input(f'Enter username for ID #{stud\_id}:\n'))

stud\_a = get\_student\_name(StudentID(100))

print(stud\_a)

stud\_b = get\_student\_name(-1)

print(stud\_b)

**OUTPUT 3**

Enter username for ID #100:

Joseph

Joseph

Enter username for ID #-1:

John

John

**RESULT:**

Thus the Dependent type programming paradigm programs has been executed successfully.

**Ex.No:12**

**Date:**

**IMPLEMENTATION OF NETWORK PROGRAMMING PARADIGM**

**AIM:**

To implement network programming paradigm in python.

1. Program to implement client server program using TCP

### ALGORITHM 1:

### TCP Server:

* Import Socket
* Create a socket object
* Reserve a port on your computer
* Next bind to the port this makes the server listen to requests coming from other computers on the network
* Put the socket into listening mode
* Establish connection with client.
* Send a thank you message to the client.
* Close the connection with the client
* Print the output.

### TCP Client:

* Import Socket
* Create a socket object
* Define the port on which you want to connect
* Connect to the server on local computer
* Receive data from the server
* Close the connection with the server
* Print the output

**PROGRAM 1:**

**TCP server**

import socket

s = socket.socket()

print("Socket successfully created")

port = 12345

s.bind(('', port))

print("socket binded to %s" %(port))

s.listen(5)

print("socket is listening")

while True:

c, addr = s.accept()

print("Got connection from", addr)

c.send('Thank you for connecting')

c.close()

**OUTPUT :**

Socket successfully created

socket binded to 12345

socket is listening

Got connection from ('127.0.0.1', 52617)

**TCP Client**

# Import socket module

import socket

# Create a socket object

s = socket.socket()

# Define the port on which you want to connect

port = 12345

# connect to the server on local computer

s.connect(('127.0.0.1', port))

# receive data from the server

Print( s.recv(1024) )

# close the connection

s.close()

**OUTPUT:**

Thank you for connecting

Program to implement client server program using UDP

2. Program to implement client server program using UDP

### UDP Server:

* Import Socket
* Create a datagram socket
* Bind to address and ip address
* Listen for incoming datagram
* Send reply to client
* Print client message
* Print the client IP address.

### UDP Client:

* Import Socket
* Create a client socket
* Create a UDP socket at client side
* Send to server using created UDP socket
* Print the server message

**UDP Server:**

import socket

localIP = "127.0.0.1"

localPort = 20001

bufferSize = 1024

msgFromServer = "Hello UDP Client"

bytesToSend = str.encode(msgFromServer)

UDPServerSocket = socket.socket(family=socket.AF\_INET, type=socket.SOCK\_DGRAM)

UDPServerSocket.bind((localIP, localPort))

Print("UDP server up and listening")

while(True):

bytesAddressPair = UDPServerSocket.recvfrom(bufferSize)

message = bytesAddressPair[0]

address = bytesAddressPair[1]

clientMsg = "Message from Client:{}".format(message)

clientIP = "Client IP Address:{}".format(address)

print(clientMsg)

print(clientIP)

UDPServerSocket.sendto(bytesToSend, address)

**OUTPUT:**

UDP server up and listening

Message from Client:b"Hello UDP Server"

Client IP Address:("127.0.0.1", 51696)

**UDP Client**

import socket

msgFromClient = "Hello UDP Server"

bytesToSend = str.encode(msgFromClient)

serverAddressPort = ("127.0.0.1", 20001)

bufferSize = 1024

UDPClientSocket = socket.socket(family=socket.AF\_INET, type=socket.SOCK\_DGRAM)

UDPClientSocket.sendto(bytesToSend, serverAddressPort)

msgFromServer = UDPClientSocket.recvfrom(bufferSize)

msg = "Message from Server {}".format(msgFromServer[0])

print(msg)

**OUTPUT:**

Message from Server b"Hello UDP Client"

**RESULT:**

Thus the Python program to implement TCP client and server and UDP client and server have been written and executed successfully.

**Ex.No:13**

**Date:**

**IMPLEMENTATION OF SYMBOLIC PROGRAMMING PARADIGM**

**AIM:**

To implement symbolic programming paradigm in python.

13a. Write the commands to perform the operations on substitutions and expressions

**ALGORITHM:**

* Import sympy module
* Evaluate the expression using sympy command
* Print the result

**PROGRAM:**

from sympy import \*

expr = cos(x) + 1

print( expr.subs(x, y))

x, y, z = symbols("x y z")

print(expr = x\*\*y)

print(expr)

expr = sin(2\*x) + cos(2\*x)

print( expand\_trig(expr))

print(expr.subs(sin(2\*x), 2\*sin(x)\*cos(x)))

expr = x\*\*4 - 4\*x\*\*3 + 4\*x\*\*2 - 2\*x + 3

replacements = [(x\*\*i, y\*\*i) for i in range(5) if i % 2 == 0]

print( expr.subs(replacements))

str\_expr = "x\*\*2 + 3\*x - 1/2"

expr = sympify(str\_expr)

expr

expr.subs(x, 2)

expr = sqrt(8)

print( expr.evalf())

expr = cos(2\*x)

expr.evalf(subs={x: 2.4})

one = cos(1)\*\*2 + sin(1)\*\*2

print( (one - 1).evalf())

**OUTPUT:**

cos(y)+1

Xxy

2sin(x)cos(x)+2cos2(x)−1

2sin(x)cos(x)+cos(2x)

4x3−2x+y4+4y2+3

192

2.82842712474619

0.0874989834394464

x2+3x−12

13b. To perform the following operations on matrices

ALGORITHM:

* Import matrix from sympy.matrices.
* Create the matrix
* Print the matrix
* Display the matrix
* Display 0th row
* Print first column
* Delete the first column from the matrix
* Insert the row into the matrix
* Generate two matrices
* Print addition of two matrices
* Print the multiplication of two matrices

**PROGRAM:**

from sympy.matrices import Matrix

m=Matrix([[1,2,3],[2,3,1]])

print( m)

M=Matrix(2,3,[10,40,30,2,6,9])

Print( M)

Print(M.shape)

Print(M.row(0))

M.col(1)

M.row(1)[1:3]

Print( M)

M=Matrix(2,3,[10,40,30,2,6,9])

M.col\_del(1)

a=Matrix([[1,2,3],[2,3,1]])

print(a)

a1=Matrix([[10,30]])

a=M.row\_insert(0,M1)

print(a)

a2=Matrix([40,6])

a=M.col\_insert(1,M2)

print(a)

M1=Matrix([[1,2,3],[3,2,1]])

M2=Matrix([[4,5,6],[6,5,4]])

Print( M1+M2)

M1=Matrix([[1,2,3],[3,2,1]])

M2=Matrix([[4,5],[6,6],[5,4]])

Print( M1\*M2)

**OUTPUT:**

[1 2 3 2 3 1]

[10 40 30 2 6 9]

(2,3)

[10 40 30]

[40 6]

[6, 9]

[10 30 2 6 9]

Matrix([[10, 30],[ 2, 9]])

[1 2 3 2 3 1]

[10 40 30 2 9]

[10 40 30 6 9]

[5 7 9 9 7 5]

13c. Write the commands to find derivative, integration, limits, quadratic equation

**ALGORITHM:**

* Import sympy module
* Make a symbol
* Find the derivative of the expression
* Print the result
* Find the integration of the expression
* Print the result
* Find the limit of the expression
* Print the result
* Find the quadratic equation of the expression
* Print the result

PROGRAM:

from sympy import \*

x = Symbol('x')

#make the derivative of cos(x)\*e ^ x

ans1 = diff(cos(x)\*exp(x), x)

print("The derivative of the sin(x)\*e ^ x : ", ans1)

# Compute (e ^ x \* sin(x)+ e ^ x \* cos(x))dx

ans2 = integrate(exp(x)\*sin(x) + exp(x)\*cos(x), x)

print("The result of integration is : ", ans2)

# Compute definite integral of sin(x ^ 2)dx

# in b / w interval of ? and ?? .

ans3 = integrate(sin(x\*\*2), (x, -oo, oo))

print("The value of integration is : ", ans3)

# Find the limit of sin(x) / x given x tends to 0

ans4 = limit(sin(x)/x, x, 0)

print("limit is : ", ans4)

# Solve quadratic equation like, example : x ^ 2?2 = 0

ans5 = solve(x\*\*2 - 2, x)

print("roots are : ", ans5)

**OUTPUT**

from sympy import \*

x = Symbol('x')

#make the derivative of cos(x)\*e ^ x

ans1 = diff(cos(x)\*exp(x), x)

print("The derivative of the sin(x)\*e ^ x : ", ans1)

# Compute (e ^ x \* sin(x)+ e ^ x \* cos(x))dx

ans2 = integrate(exp(x)\*sin(x) + exp(x)\*cos(x), x)

print("The result of integration is : ", ans2)

# Compute definite integral of sin(x ^ 2)dx

# in b / w interval of ? and ?? .

ans3 = integrate(sin(x\*\*2), (x, -oo, oo))

print("The value of integration is : ", ans3)

# Find the limit of sin(x) / x given x tends to 0

ans4 = limit(sin(x)/x, x, 0)

print("limit is : ", ans4)

# Solve quadratic equation like, example : x ^ 2?2 = 0

ans5 = solve(x\*\*2 - 2, x)

print("roots are : ", ans5)

**RESULT:**

Thus the Python program to implement symbolic program have been written and executed successfully.

**Ex.No:14**

**Date:**

**IMPLEMENTATION OF AUTOMATA PROGRAMMING PARADIGM**

**AIM:**

To implement symbolic programming paradigm in python.

14a. To write a program to convert DFA to NFA using python.

**ALGORITHM:**

* Initialize the transitions
* Copy the input in list
* Parse the string of a,b in 0,1 for simplicity
* Counter to remember the number of symbols read
* Set the final states
* Check for each possibility
* Move further only if you are at non-hypothetical state
* Read the last symbol and current state lies in the set of final states
* Input string for next transition is input[i+1:]
* Increment the counter
* Print the state

**PROGRAM:**

import sys

def main():

transition = [[[0,1],[0]], [[4],[2]], [[4],[3]], [[4],[4]]]

input = raw\_input("enter the string: ")

input = list(input)

for index in range(len(input)):

if input[index]=='a':

input[index]='0'

else:

input[index]='1'

final = "3"

i=0

trans(transition, input, final, start, i)

print "rejected"

def trans(transition, input, final, state, i):

for j in range (len(input)):

for each in transition[state][int(input[j])]:

if each < 4:

state = each

if j == len(input)-1 and (str(state) in final):

print "accepted"

sys.exit()

trans(transition, input[i+1:], final, state, i)

i = i+1

main()

**OUTPUT:**

enter the string: abb

accepted

enter the string: aaaabbbb

rejected

14b.Write a program to convert NFA to DFA

**ALGORITHM:**

* Take NFA input from User
* Enter total no. of states
* Enter total no. of transitions/paths eg: a,b so input 2 for a,b,c input 3
* Enter state name eg: A, B, C, q1, q2 ..etc
* Creating a nested dictionary
* Enter path eg : a or b in {a,b} 0 or 1 in {0,1}
* Enter all the end states that
* Assign the end states to the paths in dictionary\
* Print NFA
* Enter final state/states of NFA
* Holds all the new states created in dfa
* List of all the paths
* Conatins all the states in nfa plus the states created in
* Compute first row of DFA transition table
* Create a nested dictionary in dfa
* Create a single string from all the elements of the list
* Append it to the new\_states\_list
* Compute the other rows of DFA transition table
* Create a temporay list
* Assign the state in DFA table
* Create a single string(new state) from all the elements of the list
* Assign the new state in the DFA table
* Remove the first element in the new\_states\_list
* Print the DFA created
* Print Final states of DFA

**PROGRAM:**

import pandas as pd

nfa = {}

n = int(input("No. of states : "))

t = int(input("No. of transitions : "))

for i in range(n):

state = input("state name : ")

nfa[state] = {}

for j in range(t):

path = input("path : ")

print("Enter end state from state {} travelling   
 through path {} : ".format(state,path))

reaching\_state = [x for x in input().split()]

nfa[state][path] = reaching\_state

print("\nNFA :- \n")

print(nfa)

print("\nPrinting NFA table :- ")

nfa\_table = pd.DataFrame(nfa)

print(nfa\_table.transpose())

print("Enter final state of NFA : ")

nfa\_final\_state = [x for x in input().split()]

new\_states\_list = []

dfa = {}

keys\_list = list(list(nfa.keys())[0])

path\_list = list(nfa[keys\_list[0]].keys())

dfa[keys\_list[0]] = {}

for y in range(t):

var = "".join(nfa[keys\_list[0]][path\_list[y]])

dfa[keys\_list[0]][path\_list[y]] = var   
 if var not in keys\_list:

new\_states\_list.append(var)

keys\_list.append(var)

while len(new\_states\_list) != 0:   
 dfa[new\_states\_list[0]] = {}

for \_ in range(len(new\_states\_list[0])):

for i in range(len(path\_list)):

temp = []   
 for j in range(len(new\_states\_list[0])):

temp += nfa[new\_states\_list[0][j]][path\_list[i]]

s = ""

s = s.join(temp)

if s not in keys\_list:

new\_states\_list.append(s)

keys\_list.append(s)

dfa[new\_states\_list[0]][path\_list[i]] = s

new\_states\_list.remove(new\_states\_list[0])

print("\nDFA :- \n")

print(dfa)

print("\nPrinting DFA table :- ")

dfa\_table = pd.DataFrame(dfa)

print(dfa\_table.transpose())

dfa\_states\_list = list(dfa.keys())

dfa\_final\_states = []

for x in dfa\_states\_list:

for i in x:

if i in nfa\_final\_state:

dfa\_final\_states.append(x)

break

print("\nFinal states of the DFA are : ",dfa\_final\_states)

**OUTPUT:**

No. of states : 4

No. of transitions : 2

state name : A

path : a

Enter end state from state A travelling through path a :

A B

path : b

Enter end state from state A travelling through path b :

A

state name : B

path : a

Enter end state from state B travelling through path a :

C

path : b

Enter end state from state B travelling through path b :

C

state name : C

path : a

Enter end state from state C travelling through path a :

D

path : b

Enter end state from state C travelling through path b :

D

state name : D

path : a

Enter end state from state D travelling through path a :

path : b

Enter end state from state D travelling through path b :

NFA :-

{'A': {'a': ['A', 'B'], 'b': ['A']}, 'B': {'a': ['C'], 'b':

['C']}, 'C': {'a': ['D'], 'b': ['D']}, 'D': {'a': [], 'b': []}}

Printing NFA table :-

a b

A [A, B] [A]

B [C] [C]

C [D] [D]

D [] []

Enter final state of NFA :

D

DFA :-

{'A': {'a': 'AB', 'b': 'A'}, 'AB': {'a': 'ABC', 'b': 'AC'},

'ABC': {'a': 'ABCD', 'b': 'ACD'}, 'AC': {'a': 'ABD', 'b':

'AD'}, 'ABCD': {'a': 'ABCD', 'b': 'ACD'}, 'ACD': {'a': 'ABD',

'b': 'AD'}, 'ABD': {'a': 'ABC', 'b': 'AC'}, 'AD': {'a': 'AB',

'b': 'A'}}

Printing DFA table :-

a b

A AB A

AB ABC AC

ABC ABCD ACD

AC ABD AD

ABCD ABCD ACD

ACD ABD AD

ABD ABC AC

AD AB A

Final states of the DFA are : ['ABCD', 'ACD', 'ABD', 'AD']

**RESULT:**

Thus the Python program to implement the conversion of DFA to NFA and NFA to DFA have been written and executed successfully.

**Ex.No:15**

**Date:**

**IMPLEMENTATION OF GUI PROGRAMMING PARADIGM**

**AIM:**

To implement GUI programming paradigm in python.

15a. Design a calculator to perform all mathematical operations using python

**ALGORITHM:**

* Import sympy module
* Evaluate the expression using sympy command
* Print the result

**PROGRAM:**

# 'btn\_click' function continuously updates the input field whenever you enters a number

def btn\_click(item):

global expression

expression = expression + str(item)

input\_text.set(expression)

# 'btn\_clear' function clears the input field

def btn\_clear():

global expression

expression = " "

input\_text.set(" ")

# 'btn\_equal' calculates the expression present in input field

def btn\_equal():

global expression

result = str(eval(expression))

# 'eval' function evalutes the string expression directly

input\_text.set(result)

expression = " "

# 'StringVar()' is used to get the instance of input field

input\_text = StringVar()

# creating a frame for the input field

input\_frame = Frame(window, width = 312, height = 50, bd = 0, highlightbackground = "black", highlightcolor = "black", highlightthickness = 1)

input\_frame.pack(side = TOP)

# creating a input field inside the 'Frame'

input\_field = Entry(input\_frame, font = ('arial', 18, 'bold'), textvariable = input\_text, width = 50, bg = "#eee", bd = 0, justify = RIGHT)

input\_field.grid(row = 0, column = 0)

input\_field.pack(ipady = 10)

# 'ipady' is internal padding to increase the height of input field

# creating another 'Frame' for the button below the 'btns\_frame'

btns\_frame = Frame(window, width = 312, height = 272.5, bg = "grey")

btns\_frame.pack()

# first row

clear = Button(btns\_frame, text = "C", fg = "black", width = 32, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_clear()).grid(row = 0, column = 0, columnspan = 3,padx = 1, pady = 1)

divide = Button(btns\_frame, text = "/", fg = "black", width = 10, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_click("/")).grid(row = 0, column = 3,padx = 1, pady = 1)

# second row

seven = Button(btns\_frame, text = "7", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(7)).grid(row = 1, column = 0, padx = 1, pady = 1)

eight = Button(btns\_frame, text = "8", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(8)).grid(row = 1, column = 1, padx = 1, pady = 1)

nine = Button(btns\_frame, text = "9", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(9)).grid(row = 1, column = 2, padx = 1, pady = 1)

multiply = Button(btns\_frame, text = "\*", fg = "black", width = 10, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_click("\*")).grid(row = 1, column = 3, padx = 1, pady = 1)

# third row

four = Button(btns\_frame, text = "4", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(4)).grid(row = 2, column = 0, padx = 1, pady = 1)

five = Button(btns\_frame, text = "5", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(5)).grid(row = 2, column = 1, padx = 1, pady = 1)

six = Button(btns\_frame, text = "6", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(6)).grid(row = 2, column = 2, padx = 1, pady = 1)

minus = Button(btns\_frame, text = "-", fg = "black", width = 10, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_click("-")).grid(row = 2, column = 3, padx = 1, pady = 1)

# fourth row

one = Button(btns\_frame, text = "1", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(1)).grid(row = 3, column = 0, padx = 1, pady = 1)

two = Button(btns\_frame, text = "2", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(2)).grid(row = 3, column = 1, padx = 1, pady = 1)

three = Button(btns\_frame, text = "3", fg = "black", width = 10, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(3)).grid(row = 3, column = 2, padx = 1, pady = 1)

plus = Button(btns\_frame, text = "+", fg = "black", width = 10, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_click("+")).grid(row = 3, column = 3, padx = 1, pady = 1)

# fifth row

zero = Button(btns\_frame, text = "0", fg = "black", width = 21, height = 3, bd = 0, bg = "#fff", cursor = "hand2", command = lambda: btn\_click(0)).grid(row = 4, column = 0, columnspan = 2, padx = 1, pady = 1)

point = Button(btns\_frame, text = ".", fg = "black", width = 10, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_click(".")).grid(row = 4, column = 2, padx = 1, pady = 1)

equals = Button(btns\_frame, text = "=", fg = "black", width = 10, height = 3, bd = 0, bg = "#eee", cursor = "hand2", command = lambda: btn\_equal()).grid(row = 4, column = 3, padx = 1, pady = 1)

window.mainloop()

**OUTPUT**

**![calc.PNG](data:image/png;base64,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)**

15b. Write a program to implement employee salary calculation using python. Input the employee name and the basic salary calculate and display the net salary using following condition.

(i)if the basic salary is more than 50000 then include 10% tax.

(ii)iif the basic salary is more than 30000 then include 5% tax.

ALGORITHM:

* Import matrix from sympy.matrices.
* Create the matrix
* Print the matrix
* Display the matrix
* Display 0th row
* Print first column
* Delete the first column from the matrix
* Insert the row into the matrix
* Generate two matrices
* Print addition of two matrices
* Print the multiplication of two matrices

**PROGRAM:**

from tkinter import \*

def Ok():

result = float(e2.get())

if(result > 50000) :

tax = result \* 10/100

elif(result > 30000) :

tax = result \* 5/100

else :

tax = 0

taxText.set(tax)

nsal = result - tax

nsalText.set(nsal)

root = Tk()

root.title("Employee Salary Calculation System")

root.geometry("300x400")

global e1

global e2

global taxText

global nsalText

taxText = StringVar()

nsalText = StringVar()

Label(root, text="Employee Name").place(x=10, y=10)

Label(root, text="Salary").place(x=10, y=40)

Label(root, text="Tax").place(x=10, y=80)

Label(root, text="Total:").place(x=10, y=110)

e1 = Entry(root)

e1.place(x=100, y=10)

e2 = Entry(root)

e2.place(x=100, y=40)

tax = Label(root, text="", textvariable=taxText).place(x=100,   
y=80)

nsal = Label(root, text="", textvariable=nsalText).place

(x=100, y=110)

Button(root, text="Cal", command=Ok ,height = 1, width =3).place(x=10, y=150)

empname = Entry(root)

empsal = Entry(root)

root.mainloop()

**OUTPUT:**
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**RESULT:**

Thus the Python GUI program for calculator and employee salary calculation have been written and executed successfully.